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Abstract

The prevalence of systems development project failures has been well documented. eX-
treme Programming (XP) is a software development methodology that seeks to eliminate
many of the shortcomings of cumbersome life cycle oriented traditional methodologies.
We explore some of the basic tenets of XP and Agile methodologies and present the
thoughts of two of the proponents and early participants in the “Agile revolution”, Chet
Hendrickson and Ron Jeffries. We analyze this interview utilizing an interpretive field
study employing a hermeneutical circle technique. Our analysis suggests some of the
characteristics of XP implementations are more critical than others. We propose a more
concrete definition of what XP represents and suggest areas for future research.

1 Introduction

Modern software development efforts often follow traditional software development method-
ologies such as the Systems Development Life Cycle (SDLC), with organizations typically
making certain adjustments to bring these traditional methodologies in line with their
organizational needs. While utilizing this method is acceptable, it often leads to cost over-
runs and longer development cycles than originally anticipated, and user requirements that
remain unmet. These types of problems can wreak havoc with corporations’ I'T strategy
and planning functions, as well as have significant negative impact on the business. Re-
cently, certain “Agile” development techniques have been introduced that seek to provide
shorter development cycles, with the associated cost savings.

Specifically, eXtreme Programming (XP) is an Agile development technique which
emphasizes rapid and frequent feedback to the customers and end users, unit testing, and
continuous code reviews. By focusing on rapid iterations of simpler code, XP seeks to
identify and resolve potential pitfalls in the development process early, leading to projects
that remain focused on the ultimate goal — timely delivery of a well-designed and tested
system that meets customer requirements.

XP breaks down a project into sub-projects, each including planning, development,
integration, testing and delivery [21]. Developers work in small teams with customers as
active team members. Features are implemented iteratively during each development cycle
with joint decision making occurring between the customer and the rest of the development
team. Agile software-development methods use human- and communication-oriented rules
in conjunction with light, but sufficient, rules of project procedures and behavior [8]. They
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rely on planning, with the understanding that everything is uncertain, to guide the rapid
development of flexible systems of high value [20, 21]. eXtreme Programming has been
described in terms of the values that support it: communication, feedback, simplicity,
courage, and respect [4]. This methodology works by bringing the whole team together in
the presence of simple practices, with enough feedback to enable the team to see where
they are and tune the practices to their unique situation.

2 Extreme Programming Begins

The eXtreme Programming Methodology was developed and first implemented by Kent
Beck at DaimlerChrysler in 1996 as a way to accelerate development efforts, while produc-
ing better software for their Chrysler Comprehensive Compensation (C3) Project. The C3
Project had run into an impasse. Previous efforts to develop a new payroll system — one
that would support over 86,000 international employees from union represented employees
to upper management — had failed, and in early 1996 it was decided to start over from
scratch [46]. As background, the new system was to replace three separate legacy systems
that had been in place for over twenty years supporting the various payroll groups. Orig-
inally, Chrysler had purchased a payroll system from a leading industry vendor. After
many months of effort, it was determined that neither this package, nor any on the mar-
ket, could handle the complexities of the current payroll structure. At this point, it was
determined that the system would have to be designed and built from scratch. The pre-
vious implementation attempt had used a traditional software development methodology,
the “Waterfall” method. The team had found this method too complex and cumbersome
and realized they needed to approach the problem in a different way. This is consistent
with the previous research of Merisalo-Rantanen, Tuunanen, and Rossi [35] as one of the
cases they studied suggested that traditional methodologies were too restrictive and slow,
and hence evolved their corporate system development model into an XP-like framework.
Additionally, Levina and Ross [28] suggest that having stringent development methodolo-
gies might prove detrimental to the success of more creative and innovative application
development projects.

At this point, the team decided to apply the practices of eXtreme Programming to
develop the C3 System. Over about the course of a year, they were able to architect,
design, code, test and implement a system that supported the Chrysler Comprehensive
Compensation structure. This is quite a feat when considering that the previous iteration
of the project languished for a number of years before being deemed a failure and turning
to XP. Fowler [14] argues that these lightweight, or Agile, approaches are necessary due
to the high overhead and resource intensiveness of the existing and dominant methods of
software development.

There is ample room for improvements to be made in the prevailing software devel-
opment methodologies. It is well documented that systems development failures are all
too common. Although different definitions of what constitutes a failure undoubtedly
yield different rates, estimates of failure rates on systems development projects have been
purported to range from 50 percent to 75 percent [12, 16].
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eXtreme Programming, however, is not without its detractors. As a significant de-
parture from traditional development methods, many corporations are hesitant to risk
development projects to a relatively new development technique, especially one that sig-
nificantly departs from conventional methods. Adoption of an Agile Methodology will
also likely pose several challenges for organizations steeped in the traditional systems de-
velopment methodologies, since the two software development methods are grounded in
opposing concepts [37].

3 Background

An Information Systems Development Methodology has been defined as an organized
collection of concepts, methods, beliefs, values and normative principles supported by ma-
terial resources [22]. Initial efforts at formalizing and planning systems development efforts
began with “traditional” methods such as the “Waterfall” [6, 23], which then evolved into
the Systems Development Life Cycle — a commonly used systems development methodol-
ogy. However, these traditional methods take a phased approach to systems development,
requiring that one phase be completed prior to beginning the next phase [24] and the
product is not delivered until the whole linear sequence has been completed. This effec-
tively means that the first day that functionality can be delivered to the customer is the
last day of the project (except for the ongoing system maintenance).

3.1 Satisfying Customer Requirements

Extensive upfront planning is the basis for predicting, measuring, and controlling problems
and variations during the development lifecycle. The traditional software development
approach is process-centric, guided by the belief that sources of variations are identifiable
and may be eliminated by continually measuring and refining processes [9]. The primary
focus is on realizing highly optimized and repeatable processes.

One measure of an organization’s development process maturity is the Capability Ma-
turity Model (CMM). The Capability Maturity Model is a project of the Software Engi-
neering Institute (SEI) at Carnegie Mellon University seeking to identify best practices
that may be useful in helping organizations increase the maturity of their software devel-
opment processes [43]. Organizations will achieve a designation from 1 through 5, based
on the repeatability, definition, management, and optimization of their software develop-
ment processes. This process itself though, is very cumbersome. Even stripped to the bare
essentials, the CMM comprises 52 primary goals and 18 key process areas [38]. As one
official in the CMM project at Carnegie Mellon University noted, “You can be an [highest
CMDMrated] organization that produces software that might be garbage.” [31] Focusing
on the process used to develop and deliver software may not always lead to systems that
meet customer requirements.

One of the primary drivers of XP is the focus on delivering the features the customer
wants. Under traditional software development methods, planning and control accom-
plished by a command and control style of management provide the impetus for devel-
oping a software product [21]. Traditional methodologies assume that problems are fully
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specifiable, and that an optimal and predictable solution exists for every problem [7]. In
the instance that there is a change in design or user requirements over the course of the
project — a situation all too common in real-world corporate development environments —
the methodology begins to break down and efforts become focused on reworking previous
design and development activities. These changing requirements cause additional rework
in the project. Gopal, Mukhopadhyay, and Krishnan [17] found that clients who request
rework later in the lifecycle increase rework — and cause project delays — considerably,
with requirements volatility having an even stronger influence on rework. A methodology
not appropriately suited to changing requirements causes delays in system delivery.

Traditional methodologies are also too set and too full of inertia to be able to respond
quickly enough to a changing environment to be viable in all cases [12]. Existing heavy-
weight processes tend to be predictive and slow [45] and are unable to efficiently react
to changing circumstances. It is often suggested that these traditional methodologies are
useful in situations where requirements are well-known and unlikely to change but that
assertion is also challenged by some in the XP community. They can also be used when
significant project management overhead must be incurred, as in large, business-critical
systems built with teams in excess of 50 members [14]. Lightweight or Agile methods, on
the other hand, are seen to be more code-oriented, more people-oriented, and more adapt-
able to change suited to relatively small projects with rapidly changing requirements [19].
Others, however, find significant scalability in XP through project decomposition [4].

These evolving requirements are often viewed as an inherent problem of software de-
velopment in traditional methodologies [47]. In a sense, taking one step forward and two
steps back. On the other hand, the Agile community views requirements changes as an
opportunity to provide software that can enhance the customer’s competitiveness in a
rapidly evolving marketplace [47]. Development teams that can handle these changes will
produce software that is more useful to the customer, leading to more satisfied customers.
XP seeks to support timely and economical development of high-quality software that
meets user requirements at the time of delivery. XP utilizes an iterative approach that
is helpful in developing, modifying, and maintaining systems more quickly and more suc-
cessfully [2, 5]. It is these short iterations that provide the flexibility to accommodate the
changes requested by the customers and allows the customer to increase competitiveness
in the market [47]. In fact, XP seeks to implement the simplest design that will satisfy
current user requirements [29] without attempting to anticipate future design or user re-
quirements. The iterative nature of this methodology enables it to be tolerant of changes
in requirements [4].

3.2 Organizational Influence

As the traditional SDLC has become embedded and institutionalized in organizations
as the standardized method of systems development, any changes to a new approach will
require a shift in the organizational norms. This can be one of the most difficult obstacles to
implementing XP. Based on the team approach of XP [29], those with individual influence
under the traditional methodologies will have to acquiesce for the greater good of the team.
Organizations using heavier methodologies typically had trouble adopting the incremental
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release approach of Agile Methodologies because of the implications of the core practices:
simple design, testing, refactoring, and continuous integration [12]. These core practices
require that everything be available. For example, a daily build means that the testing
suite must also be ready daily, which also has implications for continuous integration and
refactoring. Specifically, Project Managers have been viewed as the overall leader, with
significant authority to make decisions impacting the project. In an XP environment,
the project managers give up much of their decision-making authority to the team [35].
This “Method Adaptation” [34] is the process or capability of agents, through responsive
changes in and dynamic interplays between contests, intensions, and method fragments,
to determine a system development approach for a specific project situation.

It is generally accepted that there is no single process that will be applicable to all
projects [47]. There are a number of best practices, techniques, and experiences that
developers can use in appropriate situations. Software development teams with leaders
that understand the situations in which particular processes are applicable are more likely
to be successful within an Agile environment. Remember, Agile processes are not silver
bullets. Because these assumptions are not met in all development environments, it is
possible to extend Agile processes to address their limitations. These extensions can
involve incorporating principles and practices associated with traditional development
processes into Agile processes. Users of Agile processes need to ensure that practices
based on invalid, environmental assumptions are modified accordingly.

3.3 Values and Practices of XP

XP, at its core, rests upon the following values: communication and feedback, simplicity,
and responsibility [47]. Project success, and delivering software that meets the customer
requirements, requires frequent, face-to-face communication between developers and cus-
tomers. Not only is this explicit communication, but also delivering working code in-
crementally at frequent intervals. Ultimately, this is the best check to demonstrating
understanding of customer requirements. Simplicity is embodied by delivering only solu-
tions that meet current user needs. XP does not attempt to design or anticipate for future
needs. Ultimately, the customer is concerned with addressing current needs, and is not
interested in what may occur later. Finally, the responsibility of delivering high-quality
code rests with the developers of the system. Agile methods focus on people as the primary
drivers of development success [10]. They are those closest to the solution and should be
the most knowledgeable about how the solution will be implemented.

These values are expanded into the twelve practices of the XP Methodology: planning,
small releases, metaphors, simple design, testing, refactoring, pair programming, collective
ownership, continuous integration, on-site customers, coding standards, and 40-hour week
[3]. Similar values are embodied in the Agile Manifesto [11]:

1. Our highest priority is to satisfy the customer through early and continuous delivery
of valuable software.

2. Welcome changing requirements, even late in development. Agile processes harness
change for the customer’s competitive advantage.
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3. Deliver working software frequently, from a couple of weeks to a couple of months,
with a preference to the shorter timescale.

4. Business people and developers must work together daily throughout the project.

5. Build projects around motivated individuals. Give them the environment and sup-
port they need, and trust them to get the job done.

6. The most efficient and effective method of conveying information to and within a
development team is face-to-face conversation.

7. Working software is the primary measure of progress.

8. Agile processes promote sustainable development. The sponsors, developers, and
users should be able to maintain a constant pace indefinitely.

9. Continuous attention to technical excellence and good design enhances agility.
10. Simplicity — the art of maximizing the amount of work not done — is essential.
11. The best architectures, requirements, and designs emerge from self-organizing teams.

12. At regular intervals, the team reflects on how to become more effective, then tunes
and adjusts its behavior accordingly.

These values implement the best practices of previous Systems Development Method-
ologies representing an evolutionary process growing out of a natural and useful way to
develop software [35]. They provide a number of instances in their study where XP-like
methods simply evolved as logical ways of doing things. This evidence provided support
for their claim that XP is more of a packaging of best practices, rather than a totally new
way of doing things, formalizing habits that work in certain organizational settings for
delivering better software.

This evidence remains consistent with the core XP beliefs, especially given the flexibil-
ity that the methodology provides in adapting the values to a given situation. These be-
liefs include user involvement, simple code, iterative development, and courage. McKeen,
Guimaraes, and Wetherbe [33] argue that user participation improves the quality of the
system in several ways such as providing a more accurate and complete assessment of
requirements, expertise about the user organization the system will support, avoiding de-
velopment of unacceptable or unimportant features, and improving user understanding
of the system as it is being developed. XP engages the end users in the IS development
process.

Kent Beck [4] states that the programming strategy of XP is to keep the code easy
to modify. Iterative development requires that each developer must integrate and release
code at least once a day after passing all the unit tests or completing a smaller part of
planned functionality [25]. This continuous integration detects compatibility problems
early and ensures everyone is working with the latest version of the system.
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Along with the iterative nature, XP incorporates rigor into the methodology. XP
stipulates that developers follow all of the practices to realize the benefits of Agile Devel-
opment [47]. McBreen [32] points out that XP requires enormous discipline to implement,
and in fact, some projects may find it difficult to adopt a true XP-compliant process.

Another of the main beliefs of eXtreme Programming is courage — for developers to
rework their code when it doesn’t perform as expected, to stick to the chosen approach
when the going gets tough, and to make the hard decisions required to deliver the software
[1]. In order for XP to work, corporations — or at least their IT departments — must be
willing to take the necessary risks to depart from conventional techniques, and have the
courage to continue along this path during the difficult times. IT departments must be
able to adapt and implement new techniques when the situation is called for, as opposed
to holding on to old methods that produce the same inadequate results. Organizations
must be willing to change and implement new techniques to develop better software.

Exhibiting the fortitude required to undertake some of these efforts will allow additional
flexibility — agility — in the development of the system that in the end will provide a better
system, more flexible to changing user requirements, and implemented in a fashion that
meets the goals of the organization.

Previous research by Merisalo-Rantanen, Tuunanen, and Rossi [35] provide anecdotal
evidence that both developers and internal and external customers were satisfied with the
results of their projects developed using eXtreme Programming. A number of other studies
and experience reports also provide claims for the successful use of eXtreme Programming
and Agile Methods [18, 30, 39, 42, 44, 46] in practice. Additionally, experimental studies
[15, 36] have focused on particular techniques used within eXtreme Programming such
as pair programming and test-driven Development (TDD). With the relative recency of
eXtreme Programming as an approach to software development, results of a survey by
Rumpe and Schroder [40] show that this methodology is still in the “hype phase”. However,
numerous opinion pieces and several surveys clearly demonstrate the growing popularity
of Agile Methodologies [37].

3.4 A Broad-based Perspective of XP Implementations

The literature on eXtreme Programming is primarily focused on review of the practices
and techniques, and how this methodology differs from traditional methodologies. In
this context, there have been a few examples of anecdotal studies of individual projects
and experience reports focusing on a small number of projects. This study reviews a
multitude of projects from the practical experiences of two of the initial implementers of
these practices. The purpose of this work is to gain insight across a number of projects
from these practitioners based on their implementation experiences. It is from this broad-
based perspective that we can learn the appropriate positioning of eXtreme Programming
within an organization’s systems development toolbox.

This interview focuses on the types of organizations that may successfully implement
XP techniques, including some methods to integrate XP into an organization focused on
rigid, top-down development methodologies, further explanation of how XP differs from
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traditional methodologies, and provides a means of identifying a true XP Project, including
ways to determine whether the practices are really being used.

As is commonly seen when innovations are introduced, there is some confusion as to
what is and is not XP. In casual conversations with people generally knowledgeable in
the area of systems development the perception that XP is using “no methodology” at all
is sometimes expressed. This confusion is probably due predominantly to the emphasis
on values [4] that, on the surface, appear to lack the structure that other methodologies
emphasize. What is misunderstood is that these values must be manifested in principles
and then actual practices. This allows substantial flexibility in how an organization ac-
tually implements XP. Although this is viewed as a strength by XP proponents, it also
contributes to the confusion around XP. There exists no objective test as to whether an
organization is employing XP. As the interview subjects suggest, there are cases where XP
has been identified as the development methodology that others have questioned. Obvi-
ously an organization has not truly implemented XP just by uttering the words “eXtreme
Programming”. In the interview in the following section we engage these experienced
practitioners in a general discussion of XP to attempt to discover the themes that they
express as being critical to XP implementation. We then employ a hermeneutic circle
technique to extract the critical characteristics of XP implementations.

4 Methodology

This analysis is an interpretive field study as used by Fitzgerald et al [13] and Sauer and
Lau [41] when studying the practical use of a method. This has been suggested as an
appropriate research method for explorative and descriptive types of research by Klein
and Myers [26]. It examines the experiences of two well-known eXtreme Programming
practitioners, Chet Hendrickson and Ron Jeffries. They were original team members of the
seminal XP Project at Chrysler Corporation in 1996, and have since provided consulting
and training services to Fortune 500 companies in the appropriate use and implementation
of the eXtreme Programming methodology. They have also spoken at numerous academic
and practitioner conferences expounding their knowledge of eXtreme Programming. The
question and answer discussion presented in the next section was derived from a series of
interviews and follow-up contacts. Gerald DeHondt facilitated these interactions.

4.1 Interview

DeHondt: What kind of organizational model will be most appropriate to implementation
of eXtreme Programming techniques?

Jeffries: No project is completed with traditional software development methodologies;
it is completed in spite of traditional software development methodologies. It is a com-
bination of the process and the team that leads to successful projects. If it is the wrong
combination, the organization will try to kill it.

DeHondt: In these instances, how would you get the organization to change?
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Jeffries: A politically safe method is needed for implementing XP in organizations.

This can be accomplished by increasing user feedback to the development staff. In
this, we focus on 8-10 stories per month. At the end of the month we determine how
many we were able to successfully complete. From there we can adjust the timeline either
up or down.

There also needs to be accountability. One of the things agile methods do is provide
an API into the organization to produce clear unambiguous information.

DeHondt: Will XP work in all environments? For example, many organizations are fo-
cused on top-down, structured, rigid development methodologies. In these instances, how
would XP be adapted?

Jeffries: XP has been used in a number of rigorous environments. NASA has devel-
oped projects using agile methodologies, McKeen implemented a SmallTalk project, and
it has been used by an embedded medical equipment manufacturer for a product requiring
FDA approval.

One of the key points is whether the project is utilizing Test Driven Development
(TDD) and integrating customer acceptance testing into their development process.

We also want to make sure we are appropriately completing the tasks. For example,
if we are 90 percent complete on all of our tasks, we haven’t completed any. On the other
hand, it would have been better to spend the time to complete 90 percent of the tasks
completely.

DeHondt: How does XP differ from traditional development?

Jeffries: What we do is break up the project into smaller pieces. This way we can more
effectively monitor whether we are on task with the smaller piece. The error bars will be
smaller in this situation.

Consider driving a car. As we drive down the road, we are continuously making adjust-
ments to our direction to stay in our lane. If we made corrections at longer intervals we
would risk going off the road before changing our direction. This is the same thing with
software development. We are continuously monitoring the project progress by getting
feedback from the customer. If we are going a little off course, customer feedback will
allow us to change direction before we go off the road. We are able to respond to the
environment faster. We are able to learn faster.

DeHondt: There have been some cases where XP methods have not worked, and the
projects have failed. Are there any common reasons why an XP project would fail?

Jeffries: In the instances where whatever you did didn’t work, maybe these projects
weren’t using XP, only saying they were. If a project says they are using XP, but not
any of the practices, then it is not XP.
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In order for projects to be using XP, they need to be able to ship code at any time.
In the Chrysler project, at any time, we could provide the customer with the latest build
for installation and testing. This is XP.

You also want to get negative work as close to zero as possible. We don’t want to
have rework when customer requirements aren’t properly implemented. By having the
customer work closely with us, we are able to monitor and ensure that their requirements
are being implemented as expected.

Hendrickson: With project status reporting, we are able to more closely monitor work
completed and provide this information to the customer. Do you want to hear the truth
about the project, or do you want to hear what you want?

When companies look at project completion measures, there are a number of measures
that can be used to gauge project completion. These could include percent of time spent,
percent of money expended, or other criteria. XP will look at percent of deliverables
satisfied and are we are building what the customer asked for.

We want to minimize the process overhead not related to writing code.

Jeffries: The project needs to have a good communication feedback loop with the cus-
tomer, be able to test quickly — this may even include an automated test cycle — simple
design, code to support the test cases, small chunks of code, and integrated code.

One of the problems encountered is that teams don’t know how to ship code regularly.
They should be able to provide the latest build of the system at any time.

Hendrickson: Using traditional software development methodologies, a company may
spend three months on the analysis phase and three months on the design phase. At
this point, the project has been silent for six months. At that point the determination is
made if they are on track.

Jeffries: In XP, the architecture and design grow along the way. XP seeks to ensure
that the software is working as intended along the way, and the design is good. This will
allow the software to change if the customer requirements change.

DeHondt: Now let’s shift gears a little to team attributes. The literature has looked
at XP and proposed that it is successful because it is staffed with highly qualified people.
In this type of an environment, it may be the people that cause projects to succeed, not
necessarily the process. What type of attributes does a team require to be successful at
an XP project?

Jeffries: A good XP team will have people who are thoughtful about what they did,
with good coaching, and determination. The customer has to know what they want in
the software. There also needs to be support from the highest levels of the organization.
Ultimately, they need to be good people, who are good programmers.

XP succeeds because of commitment from the company, team, management, and the
customer. The team needs to embrace and execute the practices of XP, monitor and
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adjust. There needs to be codification of best practices and feature by feature analysis.
The development process needs to be molded to the situation with the agile development
bias towards simplicity and action.

Companies that deliver software on time and on budget do not outsource.

Hendrickson: Agile focuses on people and delivering code to implement features. It breaks
down a project into smaller iterations focused on delivering working functionality or re-
quirements. It places emphasis on communication with the customer to determine if the
code developed meets the customer’s requirements.

Agile is also good at handling evolving requirements, whereas the traditional software
development methodologies specify everything up front.

Jeffries: XP also requires everything to be available — the development environment, test
environment, everything that will be needed to quickly move through the process and
develop working code that meets customer requirements.

Hendrickson: Some XP projects will fail; it is just that these projects will fail sooner
with XP. In traditional approaches, it may take longer to realize that the project is not
viable. At that point, more time and resources have been expended.

5 Analysis and Discussion

We employ a meaning categorization and hermeneutical interpretation form of analysis as
described by Kvale [27]. In the review of the literature in the first section of this research
we identified the values, principles, and practices that have been commonly associated
with XP implementations. We begin our analysis by viewing each of these as a general
theme and shared symbolic vocabulary. We then iteratively explore the interview for the
apparent level of importance of each theme by determining the frequency and context
in which each theme appeared. In the tradition of hermeneutical circles we iteratively
interpreted the meaning of the whole and the meaning of the parts or themes with the
goal of deepening our understanding of the meaning within (a circulus fructuosis) [27]. We
will discuss these identified dominant themes in the derived order of importance (based
on number of occurrences and implied criticality) to the overall meaning.

5.1 Continuous Delivery of Working Software

This theme was repeated often and in different ways during the interview. They emphasize
completing tasks rather than having many tasks partially completed. They state that
projects using XP “need to be able to ship code at any time”. Another related concept
introduced is measuring percent of deliverables satisfied as the primary metric of project
completion. A clear sentiment on this issue is their articulation that “teams don’t know
how to ship code regularly. They should be able to provide the latest build of the system at
any time”. Similarly, they state, “Agile focuses on people and delivering code to implement
features. It breaks down a project into smaller iterations focused on delivering working
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functionality or requirements”. There is a clear message throughout the discussion that
delivering working software continuously is critical to utilizing XP.

5.2 Customer-driven Process

The concept that the customer must be involved and must, in fact, drive the XP process
is expressed several times during the interaction. This is exemplified by statements such
as “The customer has to know what they want in the software” and “XP succeeds because
of commitment from the company, team, management, and the customer”.

5.3 Communication

“Do you want to hear the truth about the project, or do you want to hear what you
want?” This statement underscores the importance of good communication in XP imple-
mentations. Other statements such as the “project needs to have a good communication
feedback loop with the customer” and their reference to “increasing user feedback to the
development staff” also demonstrate the importance of this concept.

5.4 Incremental Design and Acceptance of Changing Requirements

These are two related themes that are referenced by the subjects in several instances. We
view them as related since the reason incremental design is important is that requirements
do often change. Their analogy to driving a car (needing constant adjustment) is related to
this theme. They also refer to breaking up projects into smaller pieces, implying separate
design cycles for these functions. This theme may be well summated in the statement,
“Agile is also good at handling evolving requirements, whereas the traditional software
development methodologies specify everything up front”.

5.5 Continuous Testing

The subjects specify that “One of the key points is whether the project is utilizing Test
Driven Development (TDD) and integrating customer acceptance testing into their devel-
opment process”. They also make reference to being able to test quickly as well as utilizing
automated testing.

5.6 Other themes

There were several other themes that were identified by this process. Both the number
of occurrences of the theme and the implied criticality lead us to believe that these are
less critical (though not necessarily unimportant) themes when trying to conceptualize
those few important characteristics that would generally be considered essential. These
themes include: the incremental implementation of XP, use of “stories”, XP is lightweight,
team-talent, all-constituents need to sign on, and that XP may fail but fail sooner.
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5.7 Hermeneutical Interpretation of “the whole”

Each of the identified themes appears to have its own individual importance and, at least
to these practitioners, certain themes seem to be more critical to the process than others.
Additionally, their interaction with each other and less critical XP themes is also signif-
icant. For instance, continuous testing is critical if you are going to be able to ship the
latest build of a software project at any time. An attempt to synthesize these critical
themes into a single defining statement yields the following result:

XP is fundamentally the continuous delivery of incremental working software that is custo-
mer-driven and dependent on communication, incremental design, acceptance of changing
requirements, and continuous testing.

Although this definition may be incomplete in some ways since XP is possibly more phi-
losophy than methodology, it may serve as a useful starting point in bridging the gap
of understanding in what is meant by the term eXtreme Programming. Certainly, it
adds a way of expressing the XP concept in the more concrete terminologies that many
methodologists prefer.

6 Conclusion

The views of these participants in the Agile revolution hold that eXtreme Programming
has substantial benefits when applied appropriately and they report many experiences
that support this view. There also needs to be consideration given to whether the project
actually implemented XP processes and practices. Investigations of failed “XP” projects
indicate that these projects were not, in fact, implementing the values and principles, but
simply stating that they were an XP project.

As a relatively new methodology there is need for substantial research into the con-
cept and its implementation. We have attempted to focus the discussion of “what is XP?”
on several critical themes. However, this work has been based on the perspective of two
individuals. No matter how experienced and well-versed they may be, studies that syn-
thesize a broader array of viewpoints will also be important. Critical questions include:
Are there project or environmental characteristics that make other XP themes more (or
less) critical? Are there certain “brands” of XP where common sets of themes are utilized
together? Are failures due to incomplete implementation of XP concepts, project charac-
teristics independent of methodology, or other factors? The authors suggest performing
follow-up work on comparable paired projects — based on application requirements, project
size, or project type — that use eXtreme Programming and traditional methodologies as
their development approach. This could allow comparability of the methods to similar sit-
uations and help determine factors in each methodology or particular project interaction
that highlight strengths and weaknesses of each approach.

Many XP proponents seem to imply that XP would be the best choice for all devel-
opment projects. Proponents of other methodologies seem more willing to say that there
are certain project types that a particular methodology is better suited for than others.
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An important question that needs to be answered is whether there are project character-
istics that make XP more or less likely to succeed. Are there characteristics that would
make a particular project unsuitable for implementation using XP?

Some people believe XP succeeds because of the above-average skill level of the team.

This study reveals placing the overall attitude of the team as a more salient feature to
project success than the aptitude of the team.
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