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Abstract

Background: Goal models describe interests, preferences, intentions, desired goals and strategies of intervening stakeholders during the early requirements engineering stage. When capturing the requirements of real-world systems such as socio-technical systems, the produced goal models evolve quickly to become large and complex. Hence, gaining a sufficient level of understanding of such goal models, to perform maintenance tasks, becomes more challenging. Metric-based approaches have shown good potential in improving software designs and making them more understandable and easier to maintain.

Aim: In this paper, we propose a novel metric to measure GRL (Goal-oriented Requirements Language) “actor stability” that provides a quantitative indicator of the actor maintainability.

Method: We first, validate the proposed metric theoretically then empirically using a case study of a GRL model describing the fostering of the relationship between the university and its alumni.

Results: The proposed actor stability metric is found to have significant negative correlation with the maintenance effort of GRL models.

Conclusions: Our results show that the proposed metric is a good indicator of GRL actors’ stability.
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1. Introduction

Software systems must evolve to meet customer needs, business environment, technologies and regulations. Several studies have shown that requirements evolution can significantly affect overall project costs and schedule [1, 2]. Requirements evolution management has emerged as one important topic in requirements engineering research [3]. ISO/IEC 25010 [4] specified eight characteristics for software product external quality, one of which is maintainability which contains modifiability is a sub-characteristic. Modifiability is a combination of changeability and stability. Stability is the ability of the software to remain stable when modified. Maintainable software tends to have a better estimation of the change cost and better prediction of the resulting quality [1].

Goal models are used in order to make sure that stakeholders’ interests and priorities are met in the early requirements engineering stages. Goal modeling is an effective approach to represent and reason about stakeholders’ goals using models. Over the past two decades, numerous goal-oriented modeling languages and approaches have been introduced (e.g., i* [5], NFR Framework [6], Keep All Objects Satisfied (KAOS) [7], TROPOS [8] and the Goal-oriented Requirements Language (GRL) [9] part of the ITU-T standard User Requirements Notation (URN)). In addition, there were few attempts to propose domain-specific languages, such as DSML/GoalML [10], DSL/KAOS [11] and ARMOR/KAOS [12].

As goal models grow in size and complexity (e.g., large socio-technical systems having many interdependent stakeholders), they be-
Come difficult to maintain. To address this challenge, numerous goal-oriented metrics-based techniques [13–18] have been proposed. These techniques vary in their targeted notation, their aim, their selected analysis (e.g., quantitative, qualitative, hybrid) and their targeted scope (e.g., global (targeting the entire goal model), local (focusing on one specific actor or path)).

Goals are known to be much more stable than requirements [19,20]. More specifically, the higher level the goal is, the more stable it is [19]. However, in a fast-changing world, goal models are deemed to evolve to meet constant changes of business needs and stakeholders’ intentions. A goal model requires maintenance when there is a shift in stakeholder’s motivations, e.g., adoption of new goals or ceasing to support existing goals. Goals may become undesirable or infeasible to realize, e.g., goals might become too costly to realize or non-compliant with new regulations [21]. Hence, an outdated representation of stakeholders’ intentions can easily lead to systems that do not fulfill their purpose. According to a recent survey by Horkoff et al. [22], interest in adaptation/variability/evolution of goal models has increased recently compared to other goal-oriented requirements engineering (GORE) topics. Although, there is a variety of empirical evaluations in the area of modeling languages in general (assessing different qualities, e.g., syntactic, semantic, pragmatic, completeness, comprehensibility, complexity, etc.), the majority of the studies in GORE [23] focus on providing empirical evidence of the applicability of goal-oriented notations for specific domains [24], such as collaborative systems [25], socio-technical systems [26] and knowledge transfer [27].

Most of the existing work that addresses the evolution of goal models, focuses mainly on handling inconsistencies (such as tolerating, diagnosing and tracking inconsistencies) [28–31] and modeling and analysis of evolution over time [32,33]. However, both approaches introduced in [32] and [33] consider only the evolution of goals’ satisfactions values (qualitative and quantitative) and do not discuss the evolution of the goal model structure.

Measuring stability provides better estimation of the cost and effort and better prediction of the software quality [34]. Instable software tends to increase maintenance cost; in some cases, the maintenance cost may reach up to 75% of the software total cost [1,2]. Stable software, on the other hand, reduces maintenance cost. We believe that the design of a GRL actor stability metric would provide information about GRL actors and their evolution; which will provide control over actor-specific change amplification. Furthermore, measuring GRL actor stability gives an indicator of the GRL actor and model maintainability since stability is directly related to maintainability [4].

The main motivation of this paper is to propose a metric to support the maintainability of goal models during the requirements modeling and analysis phase. In particular, we focus on measuring quantitatively the stability of actors across many versions of the goal model. This paper provides the following contributions:

- Propose a novel metric to measure GRL actor stability. To the best of our knowledge, no goal-based stability metrics were introduced in the literature.
- Validate theoretically and empirically the proposed GRL-based actor stability metric.
- Provide a foundation for systematic assessment of GRL actor stability with respect to the many changes undergone by GRL models during the development life cycle, e.g., model refinement, validation, and maintenance.

The remainder of this paper is organized as follows. In Section 2, we review the current state of the art. Section 3 introduces briefly the GRL language. Our proposed actor stability metric is presented in Section 4. In Section 5, we provide theoretical and empirical validation of the proposed metric and we discuss the possible threats to validity. Section 6 discusses the interpretation and benefits of the proposed metrics. Finally, conclusions and future work are presented in Section 7.

2. Related Work

In this section, we review software stability metrics, goal models and requirements stability measurements.
2.1. Software stability

Researchers proposed stability metrics at system [35–39], model [40], architecture [41–44] and class levels [38, 45–47]. Classes in object-oriented (OO) systems form the basic building blocks and thus they are the most related stability metrics to the metric proposed in this paper as we propose a stability metric at actor level, which is also the basic building block for GRL models, hence, we discuss these metrics in details.

Li et al. [38] proposed the “Class Implementation Instability” (CII) metric to measure the evolutionary change in the implementation of a class. The authors in [38] measure class instability by measuring the lines of code added, deleted, or modified between two versions. CII metric is not normalized; therefore, its value has no upper or lower limit. Grosser et al. [45] proposed a metric to measure the class stability based on the method interface; the class is considered stable if the method interfaces are unchanged between versions. Hence, the metric measures the number of methods whose interface (signature) has not been changed between two versions regardless of the changes occurred to the method bodies. According to Grosser et al. [45], the class is fully stable when all method signatures available in one version are available in the other version. On the other hand, the class is considered fully instable, when none of the method signatures remain unchanged between the two versions. This metric is normalized and yields a value between 0 and 1. Ratiu et al. [46] proposed a class stability metric that uses the number of methods in a class between two versions. According to Ratiu et al. [46] the class can be either stable or instable i.e., the value of the metric can be either 0 for instable or 1 for stable classes. A class is stable when the number of methods between two versions remain is unchanged; the class is instable when there is a change in the number of methods between two versions. Alshayeb et al. [47] proposed a Class Stability Metric (CSM) to measure Object-Oriented (OO) class stability. The authors [47] analyzed the OO class properties and identified eight class properties that affect class stability. These properties are: method access-level, method code, method signature, class variable access-level, class variable, class access-level, class interface name and inherited class name. For each property, the authors [47] measure the extent of change between two versions by measuring the unchanged properties. The class stability is measured by aggregating the individual stability values for all the properties. CSM is normalized and hence the value of the metric can be between 0 (fully instable) and 1 (fully stable).

There are three approaches to defining software systems’ stability for model or code levels. The first approach is that the software system is stable if no changes are made to the software artifact being measured. Thus, the software is fully stable when the original and the subsequent version are identical [48]. The second approach considers the software system as stable if it avoids addition of new artifacts or modification of existing ones, thus deletion is considered as modification [34]. The third approach allows additions to the existing software system. Thus, the software is considered fully stable when there are no changes to the existing artifacts regardless of the additions that might be made to the system [49]. In this paper, we adopt the third stability definition when defining the proposed metric.

2.2. Goal models measurement

There is a growing body of literature on goal-oriented metrics [5, 7, 13–16, 18, 50–52]. Kaiya et al. [17] proposed quality metrics (introduced as part of the AGORA (Attributed Goal-oriented Requirements Analysis) approach) to measure correctness, unambiguity, consistency, verifiability, modifiability, traceability, and completeness of AND-OR goal graphs according to a stakeholder preference matrix. The proposed metrics are global and do not consider dependencies between intervening actors (used to describe stakeholders and systems in goal models). Franch and Maiden [13] introduced metrics to quantify i* Strategic Dependencies (SD) [5] models, that can be used to help choosing the most appropriate Commercial Off-The-Shelf (COTS) components.
These quantitative metrics are based on a categorization of the different types of strategic dependencies into duplicated and non-duplicated, hidden and non-hidden, resource and non-resource, etc. The resulting metrics are then applied to measure six system properties, namely, Diversity, Vulnerability, Packaging, Self-Containment, Uniformity, and Connectivity. In Franch et al. [14], i* SD actors and dependencies are categorized into sorts, e.g., human/computer, goal/ task, etc. The proposed framework [14] implements three structural metrics, aiming to assess system properties, such as privacy, accuracy and efficiency. The proposed framework supports both global and local metrics and takes into account actor and dependency weights (i.e., importance values). Later, the approaches introduced in [13] and [14], have been applied by Grau et al. [16,18] to assess the effectiveness of alternative architectures. In order to evaluate an architectural property, the authors proposed a coupling metric over i* SD models. Coupling is measured by the number of incoming and outgoing dependencies (multiplied by a weight factor relative to each actor) an actor is associated with. To measure model predictability, Franch [15] has proposed a framework that considers both i* SD and SR (Strategic Rationale) models. The predictability metric, expressed in Object Constraint Language (OCL), can be local or global and may require expert judgment. More recently, Franch [51] has proposed a method based on system domain analysis for defining metrics in i* using the iMDF framework. Espada et al. [52] proposed quantitative metrics for evaluating the complexity and the completeness of KAOS [7] goal models. The authors used the Goal-Question-Metric (GQM) approach [50]. However, their approach does not consider dependencies between KAOS agents. Gralha et al. [53] proposed a set of metrics to measure and analyze complexity and completeness of goal models. In the GRL [9] context, Hassine and Alshayeb [54], proposed a structural metric to measure actor external dependencies (AED). Furthermore, jUCMNav [55] tool (GRL modeling and analysis framework) captures many simple structural GRL metrics (e.g., number of actors, goals, tasks, intentional elements, intentional links, etc.) and allows for the definition of additional metrics using OCL.

In this paper, we extend the set of existing GRL metrics [54,55] by introducing a novel metric to measure GRL actor stability. Our proposed metric is (1) structural in the sense that it depends only on the connectivity of a given GRL model and not on its semantic, (2) local since it is applied at the actor level rather than the entire GRL model, and (3) quantitative since it measures the degree of actor stability with respect to changes a GRL model can undergo, e.g., model refinement and maintenance.

2.3. Requirements stability measurement

Many metrics have been proposed to understand the sources, frequencies and types of requirements evolution. Lam and Shankararaman [56] proposed a change volatility metric to measure the number or proportion of changes, within a specified period. Change volatility [56] helps assess the stability of a system. A high-risk requirement may be characterized by a high-level change volatility. Anderson and Felici [57] proposed the Requirements Maturity Index (RMI), a metric used to quantify the readiness of requirements. The RMI is computed as follows:

\[ RMI = \frac{RT - RC}{RT} \]

where \( RT \) is the total number of software requirements in the current release and \( RC \) is the number of requirements changes, i.e., added, deleted or modified requirements, allocated to the current release. It is worth noting that RMI metric is sensitive to requirements change in successive releases, but it does not take into account historical information about change. To address this issue Anderson and Felici [58] refined RMI by introducing the Requirements Stability Index (RSI) (a metric used to measure the extent of requirements stability and the frequency of changes to requirements) and the Historical Requirements Maturity Index (HRMI). RSI takes into account CRC (the cumulative number of
requirements changes) and is defined as follows:

\[ RSI = \frac{RT - CRC}{RT} \]

HRMI takes into consideration ARC (the average number of requirement changes) and is defined as follows:

\[ HRMI = \frac{RT - ARC}{RT} \]

The authors [57] claimed that HRMI are less sensitive than RMI to changes over consecutive releases. Stark et al. [58] characterized requirements volatility as additions to the delivery content, deletions from the delivery content and changes in scope to an agreed-upon requirement. More recently, AbuHassan and Alshayeb [40] proposed a suite of stability metrics for UML use case models, UML sequence diagrams and UML class diagrams. However, in the context of goal-oriented languages and to the best of our knowledge, no stability metrics have been proposed. In this paper, we aim to fill this gap by proposing a novel metric to measure GRL “actor stability” that provides a quantitative indicator of the actor maintainability, allowing for a better estimation of GRL models change.

3. GRL in a nutshell

The Goal-oriented Requirements Language (GRL) [9] is an ITU-T standard visual goal modeling language used to model stakeholders’ intentions, business goals and non-functional requirements. GRL is based on i* [5] and the NFR framework [6]. In what follows, we briefly introduce the different GRL constructs.

3.1. GRL actors

An actor (illustrated as \( \text{actor} \)), where the name of the actor reference is shown as a label next to a stickman icon on the top-left side of the dashed ellipse) represents an entity that has intentions and carries out actions to achieve its goals by exercising its know-how. Actors are often used to represent stakeholders as well as systems.

3.2. GRL intentional elements and indicators

There are five different types of intentional elements:

1. Goal (illustrated as \( \text{goal} \)): A (hard) Goal (either a business goal or a system goal) is a condition or state of affairs in the world that the stakeholders would like to achieve.

2. Softgoal (illustrated as \( \text{softgoal} \)): is a condition or state of affairs in the world that the actor would like to achieve, but there are no clear-cut criteria for whether the condition can be entirely achieved. However, it can be sufficiently achieved. Softgoals are often used to describe non-functional aspects such as availability, security, etc.

3. Task (illustrated as \( \text{task} \)): states a particular way of performing something. Tasks can be considered as the operations, processes, data representations, structuring and constraints used to meet the needs stated in the goals and softgoals of the target system.

4. Resource (illustrated as \( \text{resource} \)): is a physical or informational entity.

5. Belief (illustrated as \( \text{belief} \)): used to represent design rationale. Intentional elements may be included in actor definitions and they can be linked to each other in different ways. In addition to intentional elements, GRL defines indicators (illustrated as \( \text{indicator} \)) to describe a qualitative or quantitative real-world measurement.

3.3. GRL links

There are five types of GRL links [9]:

1. Contributions (illustrated as \( \text{contribution} \)): describe how a source intentional element or source indicator contributes to the satisfaction of a destination intentional element. A contribution has a qualitative level and an optional quantitative value.

2. Correlations (illustrated as \( \text{correlation} \)): express knowledge about interactions between inten-
tional elements. A correlation link is similar to a contribution link except that the correlation is not an explicit desire but is a side-effect and that correlations are only used with intentional elements and not with indicators.

3. **Dependencies** (illustrated as →): enable reasoning about how actor definitions depend on each other to achieve their desired goals. It describes how a source actor (the depender) depends on a destination actor (the dependee).

4. **Decompositions** (illustrated as →): provide the ability to define what source intentional elements need to be satisfied in order for a target intentional element to be satisfied. There is no ordering between the decomposing elements. A decomposition link can be one of the following:
   - **AND** decomposition: The satisfaction of each of the sub-intentional elements is necessary to achieve the target.
   - **XOR** decomposition: The satisfaction of one and only one of the sub-intentional elements is necessary to achieve the target.
   - **OR** decomposition: The satisfaction of one of the sub-intentional elements is sufficient to achieve the target, but many sub-intentional elements can be satisfied.

5. **Belief links** (illustrated as <-->): used to connect beliefs to GRL intentional elements.

### 3.4 Qualitative contributions

The qualitative contribution of a source intentional element or indicator to a destination intentional element can be one of the following values based on the degree (positive or negative) and sufficiency of the contribution to the satisfaction of the destination intentional element:

1. **Make** (illustrated as ↓): the contribution is positive and sufficient.
2. **Help** (illustrated as ↑): the contribution is positive but not sufficient.
3. **SomePositive** (illustrated as ±): the contribution is positive, but the extent of the contribution is unknown.
4. **Unknown** (no symbol on the link): there is some contribution, but the extent and the degree (positive or negative) of the contribution is unknown.
5. **SomeNegative** (illustrated as ◀): the contribution is negative, but the extent of the contribution is unknown.
6. **Hurt** (illustrated as →): the contribution is negative but not sufficient.
7. **Break** (illustrated as ◀): the contribution of the contributing element is negative and sufficient.

It is worth noting that GRL is permissive in how intentional elements can be linked to each other, contrary to i* [5] which imposes restrictive usage of relationships (e.g., a contribution link cannot have a task as a destination).

For a detailed description of the GRL language, the reader is invited to consult the URN (User Requirements Notation) ITU-T standard [9].

### 3.5 GRL example

Figure 1 illustrates a GRL model composed of one GRL actor, called Commuter, who wants to minimize the time lost during a commute (modeled as a GRL goal “Minimize time lost by commute”). Two goals “Work during commute” and “Minimize travel time” contribute positively (through two Help contributions) to the achievement of the upper goal. While taking public transportation (represented as a goal called “take public transportation”) contributes positively (through a Help contribution) to the achievement of the goal “Minimize travel time”, it contributes negatively (through a Hurt contribution) to the achievement of the goal “Minimize travel time”. Similarly, taking private transportation (represented as a goal called “take private transportation”) contributes positively (through a Help contribution) to the achievement of the goal “Work during commute”, it contributes negatively (through a Hurt contribution) to the achievement of the goal “Minimize travel time”. When it comes to use public transportation, the commuter has the choice (illustrated as an OR decomposition link) between taking the regular bus (i.e., illustrated as task “Take regular bus”) or taking the express bus (i.e., illustrated as task “Take express bus”). Furthermore,
two options (illustrated as an OR decomposition link) are available to the commuter when it comes to the use of the private transportation: take his own car (represented as task “Take own car”) or hitch a ride (represented as task “Hitch a ride”).

4. Measuring GRL actor stability

In this section, we propose a novel metric to measure GRL actor stability and we provide an example to illustrate its calculation.

4.1. GRL Change Unit (GCU)

Conducting a maintenance task on a GRL model generates a new version (version \(i\) is the current version and version \(i + 1\) is the modified version). To quantitatively assess the magnitude of a change, we should characterize the basic units (GRL sub-models) that are subject to change. We define the “GRL Change Unit (GCU)”, as being:

1. An intentional element combined with its outgoing link (with or without a quantitative value). It is worth noting that a GCU may have an outgoing link that crosses the boundary of the containing actor to reach another intentional element contained within another actor.

Or

2. An intentional element that does not have any outgoing links.

Links are not unique while intentional elements are unique within an actor, therefore, many similar links may exist in the actor model and hence we will not be able to identify which links remain unchanged. Therefore, we combine the intentional element with its outgoing link to form a GCU. Figure 2a illustrates a generic GRL example composed of two actors A and B. Actor A is composed of two GCUs: (1) GCU1 composed of task T1 and a help contribution and (2) GCU2 composed of goal G0 and the dependency link. Actor B is composed of three GCUs: (1) GCU1 composed of goal G1 and the AND decomposition, (2) GCU2 composed of goal G2 and the AND decomposition and (3) GCU3 composed of the softgoal SG1.

Compared with version \(i\) of a GRL model, version \(i + 1\) may have added, deleted, changed, and unchanged GCUs. It is worth noting that we consider both syntactic and semantic changes. Examples of possible changes include: changing the type of an intentional element (e.g., from a goal to a task), changing the type of a decomposition (e.g., from OR to AND), changing the qualitative/quantitative values of a contribution (e.g., from help to hurt), changing the text of an intentional element with a different text not
having the same meaning (semantic change), re-arranging the text within an intentional element (although such a change seems to impact only the syntactic aspect, it may also impact the semantics if the text meaning changes). However, fixing typos in the text of an intentional element is not considered as a change. Furthermore, since the GCU represents the smallest change unit, we count for only one single change when either the intentional element changes or the outgoing link changes or both changes.

In what follows, we discuss and justify the GCU definition through some examples of possible changes. Assume that we perform the following changes to the GRL actor B of Figure 2a:

1. **Modification1**: Replace goal G1 by another goal G3 (see Figure 2b). Intuitively, it should be accounted as a single change, which is captured by the GCU definition as a change in GCU1 only (GCU2 and GCU3 remain unchanged). Indeed, since G1 is part of GCU1 only (within actor B), replacing G1 by G3 would only affect GCU1.

2. **Modification2**: Replace goal G1 by goal G3 and replace goal G2 by goal G4 (see Figure 2c). Intuitively, these two replacements should be accounted as two changes, which is captured by the GCU definition as two changes in both GCU1 and GCU2, while GCU3 remains unchanged. Considering the AND-decomposition as a single unit (as opposed to our current definition of GCU) would not reflect the amount of applied change.

3. **Modification3**: Replace the softgoal SG1 by softgoal SG2 (see Figure 2d). Intuitively, it should be accounted as a single change, which is captured by the GCU definition as a change in GCU3 only (GCU1 and GCU2 remain unchanged). The enclosure of the target element into the GCU (as opposed to our current definition of enclosing source and link only), e.g., G1–AND–SG1 and G2–AND–SG1, would lead to double counting the change that impacts SG1.

4. **Modification4**: Replace the AND-decomposition by an OR-decomposition (see Figure 2e). This change has an impact on how goals G1 and G2 contribute to the achievement of SG1. Hence, both links of the decomposition are modified from AND to OR, which is captured by the GCU definition as two changes in GCU1 and
GCU2 (GCU3 remains unchanged). Considering the AND decomposition as a single unit would not reflect the fact that many children have to contribute differently to their parent node.

GRL beliefs are connected to intentional elements through belief links, presenting no specific direction. We assume that a belief link terminates at a GRL belief. Since indicators are used only in converting real-world values into satisfaction levels, they are out of the scope of this research.

4.2. GRL actor stability metric

The objective of this paper is to propose a metric to measure GRL actor stability. We will follow a similar approach to the one by Alshayeb et al. [47]. We will reason about GCU as being the basic unit of change. We define possible changes between versions \(i\) and \(i + 1\) as follows:

1. Added GCU means that the GCU was not present in GRL model version \(i\) and it has been added in version \(i + 1\).
2. Deleted GCU means that the GCU was present in GRL model version \(i\) and has been deleted in version \(i + 1\).
3. Changed GCU means that the GCU was present in GRL model version \(i\) and has been changed in version \(i + 1\).
4. Unchanged GCU means that the GCU was present in GRL model version \(i\) and has neither been deleted nor changed in version \(i + 1\).

All actors within a GRL model are tagged with a version number. When a change occurs in any actor, the new GRL model is tagged with a different version number, even though the model may contain unchanged actor(s). Since we are measuring the stability of the GRL actor, we will measure the number of GCUs that have been unchanged.

We measure the stability between two consecutive versions, i.e. we measure the stability of version \(i + 1\) with respect to its previous version \(i\). Version \(i + 1\) is considered fully stable when all GCUs in version \(i\) have not been changed or removed and is considered fully instable if all of its GCUs have been changed or removed as compared to version \(i\).

To measure the GRL actor stability, we measure the stability of each GRL intentional element type for the actor and then sum the stabilities of all GRL Intentional element type for that actor. To calculate the stability of each GRL Intentional element type, we use the steps shown in Algorithm 1. Equations (1-5) show the metrics used to calculate each GRL actor intentional element stability.

If the intentional element has more than one outgoing link, each link is treated independently. The actor stability value ranges from 0 to 1, with 0 denoting completely instable and 1 denoting completely stable actor.

To calculate the GRL actor stability of version \(i + 1\) with respect to version \(i\), we then average the stabilities of all GRL actor intentional element stability as shown in equation 6.

\[
\text{Goal Stability}(GS)_{i,i+1} = \frac{\text{number of unchanged Goals between model version } i \text{ and version } i+1}{\text{number of Goals in model version } i} \quad (1)
\]

\[
\text{Softgoal Stability}(SS)_{i,i+1} = \frac{\text{number of unchanged Softgoals between model version } i \text{ and version } i+1}{\text{number of Softgoals in model version } i} \quad (2)
\]

\[
\text{Task Stability}(TS)_{i,i+1} = \frac{\text{number of unchanged Tasks between model version } i \text{ and version } i+1}{\text{number of Tasks in model version } i} \quad (3)
\]

\[
\text{Resource Stability}(RS)_{i,i+1} = \frac{\text{number of unchanged Resources between model version } i \text{ and version } i+1}{\text{number of Resources in model version } i} \quad (4)
\]

\[
\text{Belief Stability}(BS)_{i,i+1} = \frac{\text{number of unchanged Beliefs between model version } i \text{ and version } i+1}{\text{number of Beliefs in model version } i} \quad (5)
\]

\[
\text{Actor Stability}_{i,i+1} = \frac{GS + SS + TS + RS + BS}{\text{number of distinct types of intentional elements in model version } i} \quad (6)
\]
Algorithm 1: Measuring GRL actor stability

Input : Actor A  
Output : Stability of Actor A

Let $T$ denote the set of distinct intentional element types \{GS, SS, TS, RS, BS\} within Actor A.

\[
\text{foreach } t \in T \text{ do}
\]

- Compute $\text{unchangedCount}$;
  - Count the number of unchanged GCUs (the number of unchanged occurrences of that Intentional element type between versions $i$ and $i+1$)
- Compute $\text{maximumPossibleChangeCount}$;
  - Count the maximum possible change of that GCU (the number of occurrences of that Intentional element that exists in version $i$)

\[
\text{extentOfChange}[t]_{(i,i+1)} = \frac{\text{UnchangedCount}_{(i,i+1)}}{\text{maximumPossibleChangeCount} \text{ in model version } i};
\]

end

- Compute Actor’s A stability

\[
\text{ActorStability}_{(i,i+1)} = \frac{\sum_t \text{extentOfChange}[t]_{(i,i+1)}}{\text{number of distinct intentional element types in model version } i};
\]

return $\text{ActorStability}$;

Where $1 \leq \text{number of distinct types of intentional elements} \leq 5$ (goals, softgoals, tasks, resources and beliefs).

The proposed metric neither measures the percentage of change nor the number of changes, it rather measures the extent of change between two versions. The extent of change is measured by aggregating the individual stability values for all the intentional elements types. A GRL actor stability value of $x\%$ does not mean $x\%$ of the actor elements have unchanged, rather, it means that $x\%$ of the actor model structure remains unchanged.

To reduce the impact of having one change in simple actor that has few possible changes as compared to a single change for a complex actor, we do not just calculate the number of possible changes for all GCUs in the actor together; rather, we consider the actor to have 5 main intentional element types and we calculate the extent of change for each intentional element type separately. Thus, the change will be with respect to the GCUs for that particular intentional element type.

4.3. Measuring GRL actor stability example

In this section, we apply the proposed actor stability metric to a generic GRL example. Figure 3a illustrates an AND decomposition within actor A. In Figure 3b, the AND decomposition is converted to an OR decomposition, the goal $\text{Goal1}$ is changed to $\text{Softgoal1}$ and $\text{Task3}$ is deleted.

To calculate the extent of change, we first calculate the $\text{maximumPossibleChangeCount}$ as proposed in [59]. The $\text{maximumPossibleChangeCount}$ counts the maximum possible change that can happen to each property with respect to version $i$, thus it measures the number of GCUs for each property that exists in the model, as shown in Table 1. For example, in Figure 3a, we have two GCUs with goals as intentional elements: (1) $\text{Goal1}$ with the help link and (2) $\text{Goal2}$. In addition, we have three GCUs with tasks as intentional elements: (1) $\text{Task1}$ with the AND decomposition link, (2) $\text{Task2}$ with the AND decomposition link and (3) $\text{Task3}$ with the AND decomposition link. The remaining types of intentional elements (i.e., Softgoal, Resource, Belief) are not present in the model. Hence, their maximum possible change is zero.

Then, calculate the number of GCUs that have not been changed between the two versions as given in Table 2. In Figure 3b, the GCU composed of $\text{Goal2}$ has not been changed, while the GCU composed of $\text{Goal1}$ and the help contribution link has been changed,
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Figure 3. GRL example

Table 1. Calculate maximum-possible-change for each GCU’ intentional element

<table>
<thead>
<tr>
<th>GCU intentional element</th>
<th>Maximum possible change</th>
</tr>
</thead>
<tbody>
<tr>
<td>Goals</td>
<td>2</td>
</tr>
<tr>
<td>Softgoals</td>
<td>0</td>
</tr>
<tr>
<td>Tasks</td>
<td>3</td>
</tr>
<tr>
<td>Resources</td>
<td>0</td>
</tr>
<tr>
<td>Beliefs</td>
<td>0</td>
</tr>
</tbody>
</table>

resulting into Softgoal1 and a help contribution link. Hence, the number of unchanged GCUs with a goal as intentional element is 1. Since, the AND decomposition is changed to an OR decomposition, the three GCUs involving tasks as intentional elements are considered as changed. Consequently, their number of unchanged GCUs is 0.

Finally, calculate stability value for each property and the whole GRL actor stability as shown in Table 3. This is done by dividing number of unchanged GCU by maximum possible change for each property. The GRL actor stability is computed as the total stability divided by the number of distinct intentional element types involved in the model, since not all intentional element types might be present in the model. In this example, it is 2 (Goals and Tasks).

5. GRL actor stability metric validation

Theoretical and empirical validation of software metrics are usually performed before they can be used with confidence. In this section, we validate the proposed GRL actors stability metric theoretically and we evaluate it empirically.

5.1. Theoretical validation

Theoretical validation refers to the process of certifying that the metric confirms to the principles of measurement theory. Different frameworks have been proposed to validate software metrics [60–63]. However, no framework has been found to specifically validate stability metrics. Therefore, we use Kitchenham et al. framework [64] which is a generic metric validation framework, to theoretically validate the proposed GRL actor stability metric. They proposed a framework for validating software measurement; the framework contains four properties the metric should satisfy to be theoretically valid. These properties are: (1) different entities must be distinguished from each other, (2) the valid measure must satisfy the representation condition, (3) units that contribute to the valid measure must be equivalent and (4) different entities can have the same attribute value. In addition to Kitchenham’s et al. framework [64], we show the validation through an example. Figure 4 shows an
example of four versions of a GRL actor enclosed elements, the base version (version 0) and three other versions (versions 1 to 3). The examples are used to demonstrate the validity of the proposed metric against Kitchenham’s et al. theoretical validation properties. For simplicity, we only use goals in these examples; however, what applies to goals applies to the other intentional elements.

Property 1: “For an attribute to be measurable, it must allow different entities to be distinguished from one another” [64]. That is, different entities should have different measurement values, thus, the stability value for two actors will be different if they have different number of unchanged entities between the two versions. To validate this property, consider the GRL models in Figure 4a, Figure 4b and Figure 4c. As compared to the base version of Figure 4a, in Figure 4b three goals remained unchanged (Goal1, Goal2, and Goal4) while in Figure 4c four goals remained unchanged. Since the number of unchanged goals in Figure 4b and Figure 4c with respect to the base version Figure 4a are different, stability values should also be different. This will always be true as the denominator will be the same when calculating the stability for both versions (number of goals in the base version) while the numerator value (unchanged goals) will be different; therefore, the overall stability value will also be different. By calculating the stability value for these versions, we notice that the stability value for the GRL model shown in Figure 4b is 0.6 while the stability value for the GRL model shown in Figure 4c is 0.8. Thus, this property is shown to be true.

Property 2: “A valid measure must obey the Representation Condition” [64]. That is, if more entities have been unchanged between the two versions in two GRL actors, then the stability value of the GRL actor that has less unchanged entities should be higher. To validate this property through the example, consider the same scenario used to prove property 1. The GRL model shown in Figure 4b has less unchanged properties as compared to the GRL model shown in Figure 4c; this is reflected in their stability values being 0.6 and 0.8 respectively. This property will always be true as the value in the denominator will be the same when calculating the stability for both versions while the numerator value will be different and when more unchanged properties exists, the numerator value will be higher and thus the overall stability is higher.
Property 3: “Each unit of an attribute contributing to a valid measure is equivalent” [64]. Consider Figure 4b and Figure 4c, in the same line as property 1 and property 2, the denominator will be the same when calculating the stability for both versions (five in the example shown in Figure 4). Each change in the goal will have the same weight since it has impact of 0.2 (which is 1/5); thus, each change contributes by the same weight. In Figure 4b, three goals are unchanged, which makes its stability 0.6; there are four unchanged goals in Figure 4c, which makes its stability 0.8. Since the three goals still exist in Figure 4c and one more goal has unchanged, the stability of the model in Figure 4c should be equal to the value of actor stability in Figure 4b (0.6) plus the stability of the individual goal that has unchanged (0.2), which is shown to be true as the total stability of the model in Figure 4c is 0.8.

Property 4: “Different entities can have the same attribute value” [64]. That is, two GRL actors can have the same stability value if the same number of GCUs have unchanged when they have the same number of GCUs in each distinct intentional element.

Finally, to show the validity of property 4, consider the GRL models shown in Figure 4c and Figure 4d. Figure 4c has four goals that are unchanged (goal 1, 2, 4 and 5), while Figure 4d has four unchanged goals (goal 1, 2, 3 and 4). We notice that in Figure 4c goal 3 has been deleted, while in Figure 4d goal 5 has been deleted as compared to the base version shown in Figure 4a. Therefore, the two GRL models are different, yet, they both have the same stability value (0.8) when compared to the base version (shown in Figure 4a). This is true because the denominator (number of goals in the base version) is the same in both cases and the numerator (number of unchanged goals) is also the same as the count of unchanged goals is equal regardless of which goals have changed. Therefore, the four properties proposed by Kitchenham et al. [64] are satisfied, thus, the proposed metric is theoretically valid.

5.2. Empirical validation

The empirical validation of a metric helps in assessing its usefulness and relevance. This section describes the experiments carried out to provide empirical evidence with respect to the usefulness and relevance of the proposed actor stability metric. This is achieved by following the templates and recommendations presented in Wohlin et al. [65].
5.2.1. Experiment goals

The main goal of our empirical study is to investigate the relationship between maintainability and the proposed stability metric. If such relationship is revealed by the experiment, then it can be shown that the proposed stability metric can be used as an indicator of the maintenance effort for the GRL actor model. Previous studies used time and effort to measure maintainability. Time is measured by the number of hours spent on maintenance activities [66, 67] and effort is measured by the number of lines added, deleted, or changed [68, 69]. The proposed metric is at the model level; thus, we measure maintainability effort using the time spent on performing the maintenance task. Since the proposed stability metric is measured between two consecutive versions \((\text{Stability}(i, i + 1))\), we measure the effort \((\text{Effort}(i, i + 1))\) to produce version \(i + 1\) using version \(i\) as base version.

5.2.2. Experimental design

Empirical studies are conducted to test a theory to provide further evidence to support or reject it [70]. Since software stability is directly related to maintainability [4], we expect that a decrease in software stability will translate to more time spent on maintainability. To empirically validate the proposed metric, we designed and conducted a controlled experiment to test this assumption. In the experiment, we correlate the proposed metric values with the time spent on performing four maintenance tasks. We expect that the more stable an actor is, the less the time required for its maintenance will be. If such relation is observed, we can conclude that the proposed metric is empirically valid. Figure 5 illustrates the main steps of our experimental plan.

1. Subjects. Our subjects are 28 undergraduate software engineering students (randomly assigned to 7 groups of 4 members each) and 9 individual software engineering undergraduate students, enrolled in requirements engineering course. This would allow for more variability to gain more confidence in the experiment results. All participants received around 9 hours of training on GRL including hands-on using the jUCMNav tool [55].

2. Material. The material given to the subjects consists of printouts of a GRL model that describes how to foster the relationship between a university and its alumni. Figure 5 shows the initial version of the designed GRL model that has been adapted from [71]. The four maintenance tasks to be executed on the GRL model are detailed in Section 5. To address the variability in the experiment, we considered four different actors with different sizes, performed the maintenance tasks on different actors and model constructs and applied all types of changes (modification, addition, and deletion).

3. Variables: We measure maintainability by means of the following dependent variables: (1) the time spent by the subjects in performing the four maintenance tasks (in seconds) and (2) the stability values of the four actors computed by the authors after each maintenance task. The independent variable is the performed maintenance tasks.

4. Hypothesis: The experiment was planned with the purpose of testing the following hypothesis:

**Null hypothesis (H0):** there is no correlation between actor stability and maintainability measured by time spend on performing the maintenance task.

**Alternative hypothesis (H1):** there is a correlation between actor stability and maintainability measured by time spend on performing the maintenance task.

5. Experimental tasks: The subjects were asked to conduct 4 corrective maintenance tasks. We have considered the following aspects when designing the maintenance tasks: (1) Tasks are small enough so they can be performed by students within a short period of time, (2) Maintenance tasks are not trivial and require careful analysis (to mimic real maintenance tasks), (3) Tasks are not too restrictive. Hence, more than one solution may be retained.

The four maintenance tasks are as follows:
Figure 5. Experimental design

- **Maintenance Task 1**: The “Alumni Department” investigated ways to assess precisely how the department can serve alumni. It turned out that the goal “Serving alumni through University commitment” has no clear-cut satisfaction criteria. In addition, the alumnus found that the “Alumni Department” is breaching their privacy by sending too many SMSs. Please fix the GRL model to resolve these two issues.

- **Maintenance Task 2**: Please use the GRL model that you have already modified in maintenance Task 1. The university allocated funds to the alumni department have been reduced. The alumni department has to cope with this constraint by reducing their expenses without affecting the offered activities. Please modify the GRL model to implement these constraints.

- **Maintenance Task 3**: Please use the GRL model that you have already modified in maintenance Task 2. Each semester, the “Alumni Department” has been asking their alumni to mentor an increasing number of undergraduate students, in their respective fields. However, based on our undergraduate students’ feedback, this experience has many shortcomings and was not that positive. According to the alumni, mentoring a large number of students is not sustainable. Please modify the GRL model to reflect this fact.

- **Maintenance Task 4**: Please use the GRL model that you have already modified in maintenance Task 3. Alumni are willing to contribute to the university activities, but they are reluctant to donate money. Please modify the GRL model to reflect this fact.

It is worth noting that for tasks 2, 3, and 4, subjects were asked to not count the time taken to copy changes made in the previous task.

5.2.3. Experiment execution and data collection

In this section, we present samples of the executions of the maintenance tasks along with their corresponding actor stability computation. It is worth noting that some data was excluded as some subjects did not complete some/all tasks, did not produce correct responses for the required
Figure 6: Initial GRL model describing the fostering of the university–alumni relationship
tasks, did not record the start and end time, and/or did provide an unrealistic time. Solutions containing minor syntactic errors or typos are retained as long as they make sense semantically. Furthermore, since actor stability is computed between two GRL consecutive versions, the output of the current task, is considered as the base to the next task. We discard the output of a task that results in an invalid GRL model. However, if a task output is syntactically valid but represents an incorrect solution then we consider it as a base model for the subsequent task since the tasks are independent.

Figure 7 illustrates an example of the resulting “Alumni Department” actor performed by one of the groups as part of maintenance Task 1 and Table 4 shows its corresponding stability computation. In order to address the first issue, the goal “Serving alumni through University commitment” is converted to a softgoal. To address the second issue, the contribution type between task “Use SMSs for all communications” and softgoal “Serving alumni through University commitment” is changed from “help” to “hurt”.

In the original model, the Alumni department has 8 GCUs (i.e., 6 GCUs with tasks and contributions, one GCU composed of a goal and a dependency and one GCU composed of one goal and one AND decomposition link). By converting the goal to a softgoal both GCUs involving the goal are considered as changed (i.e., number of unchanged goal GCUs is zero). Among the 6 GCUs involving tasks, only “use SMS for all communications” task and the help contribution (converted to a hurt) has changed, i.e., the number of unchanged task GCUs is 5. The number of distinct types of intentional elements is equal to 2 for the Alumni Department (goals and tasks). Hence, the stability of the “Alumni Department” actor is 0.416.

Figure 8 illustrates an example of the resulting “Alumnus” actor performed by one of the groups as part of maintenance Task 3 and Table 5 shows its corresponding stability computation. To address the issue of mentoring a large number of students, the task “mentoring current students” is changed to “Mentoring a maximum of 2 students per year”. Another possible change would be to keep the task as is and change the contribution type from help to hurt (not shown in Figure 8).

In the original model, the Alumnus actor has 11 GCUs (i.e., 8 GCUs with tasks and contributions, 2 GCUs composed of a task and a dependency and one GCU composed of one softgoal and one AND decomposition link). Only one GCU, having a task as intentional element, is changed leaving the 9 task GCUs unchanged. The number of distinct types of intentional elements is equal to 2 for the Alumnus actor (softgoals and tasks). Hence, the stability of the Alumnus actor is 0.95.

The University and Professor actors are fully stable (i.e., stability equal to 1) since they have not been changed as part of the four maintenance tasks, while Alumnus and Alumni Department actors are partially stable.
Table 4. Maintenance Task 1 stability computation

<table>
<thead>
<tr>
<th>Actor: Alumni department</th>
<th>GCU intentional element</th>
<th>Maximum possible change</th>
<th>Number of unchanged GCUs</th>
</tr>
</thead>
<tbody>
<tr>
<td>Goals</td>
<td>2</td>
<td>0</td>
<td></td>
</tr>
<tr>
<td>Softgoals</td>
<td>—</td>
<td>—</td>
<td></td>
</tr>
<tr>
<td>Tasks</td>
<td>6</td>
<td>5</td>
<td></td>
</tr>
<tr>
<td>Resources</td>
<td>—</td>
<td>—</td>
<td></td>
</tr>
<tr>
<td>Beliefs</td>
<td>—</td>
<td>—</td>
<td></td>
</tr>
</tbody>
</table>

**ExtentOfChange:** \((0/2) + (5/6) = (5/6)\)

**Distinct types of intentional elements:** 2

**GRL actor stability:** \((5/6) / 2 = 0.416\)

Note: “—” means the intentional element is not present in the Actor.

Table 5. Maintenance Task 3 stability computation

<table>
<thead>
<tr>
<th>Actor: Alumnus</th>
<th>GCU intentional element</th>
<th>Maximum possible change</th>
<th>Number of unchanged GCUs</th>
</tr>
</thead>
<tbody>
<tr>
<td>Goals</td>
<td>—</td>
<td>0</td>
<td></td>
</tr>
<tr>
<td>Softgoals</td>
<td>1</td>
<td>1</td>
<td></td>
</tr>
<tr>
<td>Tasks</td>
<td>10</td>
<td>9</td>
<td></td>
</tr>
<tr>
<td>Resources</td>
<td>—</td>
<td>—</td>
<td></td>
</tr>
<tr>
<td>Beliefs</td>
<td>—</td>
<td>—</td>
<td></td>
</tr>
</tbody>
</table>

**ExtentOfChange:** \((1/1) + (9/10) = (19/10)\)

**Distinct types of intentional elements:** 2

**GRL actor stability:** \((19/10) / 2 = 0.95\)

Note: “—” means the intentional element is not present in the Actor.

5.2.4. Experimental analysis

To test the hypothesis, we performed Spearman correlation between the actor stability value and maintainability effort measured by the time spent on each task (in seconds). We considered each task as a different experiment and thus the data was combined to perform the analysis. Results of performing a maintenance task can vary between subjects as their solutions might be different. Therefore, the time recorded to perform the maintenance task can also vary by different subjects. However, the stability measurement of the solution can be equal. The results of the experiment, shown in Figure 9, show that the maintainability effort has a significant strong negative correlation as the correlation value is -0.713 and the P-value is <0.05 [72]. Thus, we reject the null hypothesis and accept the alternative hypothesis, that there is a correlation between actor stability and maintainability measured by time spend on performing the maintenance task.

The results confirm that there is a negative relationship between GRL actor stability and maintenance effort, hence, the less stable the actor, the more maintenance effort it requires. Therefore, actor stability value can be used as an indicator of maintenance effort. Requirements engineers need to give the GRL model special attention when the stability value is low as this will yield to high maintenance cost.

5.2.5. Threats to validity

The proposed metric and its empirical validation are subject to some limitations and threats to validity that we categorize as follows:
Conclusion validity: a possible threat is the small sample size used in the validation. More samples would have provided more confidence in the evaluation. Another possible conclusion threat is that we used a simple case study; this should not affect the validity of the results, as the metric will be measured in the same way regardless the systems’ size. However, in our future work, our plans include conducting an experiment using bigger real-world case studies to further support our findings. A third possible conclusion threat is the reliability of the time measurement recorded by the subject. Although how to measure the time span was clarified to the subjects, variation in time measurement may have occurred. The last possible conclusion validity threat is that we correlated the actor stability values with maintainability effort measured by the time it takes to perform a task. However, we assumed that this relation exists based on the relationship identified by ISO 25010. ISO 25010 indicates that maintainability is related to modifiability which in turns is related to stability. Thus, we expect maintainability to be correlated with stability. Furthermore, there is a threat that the time for solving latter tasks might be affected by the learning time spent on earlier tasks. However, this practice effect is experienced by all participants as we followed the same sequence of tasks in all experiment tasks with all subjects.

Internal validity: a possible internal threat is that some subjects did not perform the task correctly and thus produced a wrong GRL model that does not satisfy the task requirement. The data of such tasks was excluded from the empirical validation as they produced invalid GRL model. However, to mitigate this threat, we provided all subjects with similar training in GRL language including hands-on using the jUCMNav tool. Another possible internal threat is related to the variables used in the empirical validation; we used the time spent by the subjects in performing the four maintenance tasks and the stability values of the actors as dependent variables. However, the selection of these variables is done based on the existing relationship reported in ISO 25010.

External validity: the subjects who performed the experiments are undergraduate software engineering students. The subjects executed...
the experiment tasks and recorded the time taken to perform each task. This presents an external threat as the experiments were not performed by professionals, however, a recent study by Falessi et al. [73] shows that using students as subjects is acceptable and provides simplification of the actual context. Another possible external threat is related to the tasks used in the empirical evaluation as they are not industry tasks. To mitigate this threat, we planned and designed the maintenance tasks carefully so that they are not trivial and require careful analysis to mimic real maintenance tasks in addition to involving changes on different intentional elements.

6. Discussion

In the following subsections, we discuss the benefits of our proposed approach and how to interpret the metric.

6.1. Metric benefits

In early requirements engineering process, goal models are used to capture interests, intentions and strategies of different stakeholders. They go through many modifications that are necessary to accommodate changing user requirements, evolving business goals and objectives or even induced by changes in implementation technologies. The proposed GRL actor stability metric brings the following benefits:

1. It offers a systematic way to measure the extent of modifications across many versions of a goal model.
2. The computation of the metric is based on easily countable parameters, such as the number of unchanged GCUs, that does not require individual attention or time-consuming processing.
3. It allows for reasoning about which actor is less/more stable. In case, an actor represents a human stakeholder, an unstable actor may be an indication that your stakeholders do not understand the problem they are trying to address, as they have changed their minds drastically. Some sort of visioning session with them may be necessary. In addition, it allows for an early assessment of the risk of a major project reset as a result of several new stakeholder input.
4. The proposed metric takes into consideration all GRL constructs. We believe that the computation of the stability metric can be fully automated in this context.
5. It can be generalized to cover other goal-oriented languages, such as i* [5], KAOS [7] and TROPOS [8]. Indeed, our approach is based on the notion of GCU, which is present in i* Strategic Rationale (SR) diagrams. The KAOS approach covers goals of many types but is less concerned with the intentionality of actors. However, our stability metric may be applied at the goal model level to assess the extent of changes between different versions of the model. Similarly, we may tweak the metric to cover TROPOS and i* Strategic Dependency (SD) models. Indeed, the relationships between actors and other constructs in i* SD models and in TROPOS can be considered as a GCU, which is the basic concept in our proposed metric.

6.2. Metric practical implication

The proposed GRL actor stability metric can be used as a proxy of maintenance effort. Our empirical validation of the proposed metric has shown a direct negative relationship between actor stability and maintenance effort. Hence, requirements engineers may have an indicator of the maintenance effort required to maintain the GRL model. A low stability value indicates that the model will require more maintenance effort, therefore, the requirements engineers can make appropriate actions to refactor the current GRL model in order to reduce the expected maintenance effort.

7. Conclusion and future work

Requirements evolution is a main driver for systems evolution. Many metrics have been proposed to understand the sources, frequencies and types of requirements evolution. More specifically,
many metrics have been introduced to measure requirements stability at different abstraction and granularity levels. Goal models are used to capture interests, intentions and strategies of different stakeholders in early requirements engineering. In this paper, we presented a novel metric to measure GRL actor stability. The proposed metric provides a quantitative indicator of GRL actor maintainability to have a better estimation of the change cost. We have validated theoretically and empirically our proposed stability metric using a case study.

As a future work, we plan to automate and apply the proposed metric to real-world large-size case studies to assess whether our metric is a good indicator of the stability of GRL actors. We also plan to investigate which type of maintenance effort has the highest impact on stability. In addition, we plan to build prediction models to predict GRL actor stability. Furthermore, we plan to conduct an empirical experiment to study if stability measures converge over time and have a consistent trend. Moreover, we are currently working on proposing a metric suite for goal-oriented languages, which includes model stability. In this paper, we used time to measure maintainability, in future studies, we plan to use other measures such as effort.
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